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Abstract: - Internet of things refers to uniquely identifiable objects and the representation of these physical objects in a virtual form 

in an internet like structure. The number of things that get added to the network are increasing day by day. These connected 

devices are bound to reach 50 billion by 2020. MQTT or Message Queue Telemetry Transport is an internet of things protocol for 

machine to machine communication. The main aim of designing this paper is to introduce the fundamental information about 

MQTT protocol. It describes about the overview of MQTT from beginning of the history till present development.   
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I. INTRODUCTION  

MQTT is a Client Server publish/subscribe messaging 

transport protocol. It is a light weight, open, simple, and 

designed so as to be easy to implement. These 

characteristic make it ideal for use in many situation, 

including constrained environments such as for 

communication in Machine to Machine (M2M) and 

Internet of Things (IoT) contexts where a small code 

footprint is required and/or network bandwidth is at a 

premium. The protocol runs over TCP/IP, or over other 

network protocols that provide ordered, lossless, bi-

directional connections. [1]The architecture of HTTP is 

symmetric whereas MQTT architecture is asymmetric for 

lightweight. In IoT for transfer of data, unintelligent 

distributed devices corresponds with the server at its 

potential capability, a asymmetric communication is 

implemented. Due to this MQTT is better than HTTP.  

[2] Since MQTT is built on top of TCP, SSL/TLS is used 

to provide security and to encrypt the data. But COAP is 

built on top of UDP, SSL/TLS is not available to provide 

security. COAP devices support RSA and AES or ECC 

and AES [3] There are different factors for IoT developer 

who want to describe security solution in the IoT 

communication protocol. Primarily the constraints of the 

IoT device solely that needs the lightweight protocol with 

small code footprint. Next the heterogeneous 

environment where each of connected device may use 

various protocol and security mechanisms. Finally, the 

network reliability would force to use security 

mechanism with less overhead. 

 

II. MQTT FOR IOT 

 

MQTT (Message Queuing Telemetry Transport) is an 

ISO standard publish subscribe based messaging 

protocol. It works on the top of the TCP/IP protocol. It is 

designed for connections with remote locations where 

“small code footprint" is required or the network 

bandwidth is limited. The publish subscriber messaging 

pattern requires a message broker. 

Andy Stanford-Clark of IBM and Arlen Nipper of Cirrus 

Link authored the first version of the protocol in 1999. In 

2013, IBM submitted MQTT v3.1 to the OASIS 

specification body with the charter get ensured only 

minor changes to the specifications could be accepted. 

MQTT-SN is a variation of the main protocol aimed at 

embedded devices on non-TCP/IP networks, such as 

ZigBee. MQTT protocol is a machine to machine (M2M) 

protocol widely used in Internet of Things. The MQTT 

protocol is a message protocol, extremely light weight 

and for this reason, it is adopted in IoT ecosystem. 

Almost all IoT platforms support MQTT protocol to send 

and receive data from smart objects. There are several 

implementations for different IoT board like Arduino, 

Raspberry and so on. 

 

III. MQTT ARCHITECTURE 

 

The MQTT high-level architecture is primarily divided 

into two parts – a broker and aclient. A broker acts as 

theheart of the architecture with capabilities of both 

subscriber and publisher. It is the point of contact for all 

clients. A broker’s primary job is to queue and transmit 

messages from a publisher client to the subscriber client. 

However, it can also possess heavier capabilities based 

on requirements, set-up, and the broker service used. 
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Fig (a): MQTT Block Diagram 

The client portion is further divided into publishers and 

subscribers. Since clients are the actual software 

components that go into the edge devices, they’re 

engineered to be very lightweight, with a majority of 

processing of the already lightweight architecture 

handled by the broker. Therefore,MQTT clients have 

very specific and simplified tasks. The publisher-client 

publishes messages with a topic and quality; the 

subscriber-client subscribes to messages with a topic and 

quality.   

The Topic  

Every MQTT communication relies on the concept of 

“The Topic.” A single unique topic defines a unique 

pipeline, or connection between publishers and 

subscribers. Essentially, if the topic of the message 

published matches the topic subscribed, the subscriber 

gets the message. 

 
Fig (b): Topic Channel Diagram 

MQTT even allows hierarchies to be defined within its 

topics. Hierarchy levels are separated by a slash. For 

example, a topic for sending temperature in your living 

room could be “house/living-room/temperature”. This 

basically defines the hierarchy as “temperature is the 

child of living-room, which is the child of house”. This 

can be done for other rooms too, like 

“house/kitchen/temperature”. Moreover, you can also 

subscribe to multiple sensors using something called 

wildcards. There are twowildcards, “+” and “#”. The plus 

sign is a single level wild card that only allows arbitrary 

values for one level of the hierarchy while the hash sign 

allows data to come in from all underlying hierarchy 

levels. 

 

IV. MQTT OPERATION 

 

MQTT is divided into four stages: connection, 

authentication, communication and termination. A client 

starts by creating a TCP/IP connection to the broker by 

either using a standard port or a custom port defined by 

the broker’s operators. When connecting, it is important 

to recognize that the server might continue an old session 

if provided with a re-used client identity. The client may 

also provide a client certificate to the broker during the 

handshake which the broker can use to authenticate the 

client. MQTT is a lightweight protocol because all 

messages have a small code footprint. Each message 

consists of a fixed header (2 bytes), an optional variable 

header, a message payload that is limited to 256MB of 

information and a Quality of Service (QoS) level. The 

three different Quality of Service levels determine how 

the content is managed by the MQTT protocol. Although 

higher levels of QoS are more reliable, they have more 

latency and bandwidth requirements so subscribing 

clients can specify the highest QoS level they would like 

to receive.  

The simplest QoS level is Unacknowledged Service. This 

QoS level uses a PUBLISH packet sequence; the 

publisher sends a message one time to the broker and the 

broker passes the message one time to subscribers. There 

is no mechanism in place to make sure the messages has 

been received correctly and the broker does not save the 

messages. This QoS level may also be referred to as “at 

most once”, “QoS0”, or “fire and forget”. 

The second QoS level is Acknowledged Service. This 

QoS level uses a PUBLISH/PUBPACK packet sequence 

between the publisher and its broker, as well as between 

the broker and subscribers. An Acknowledgement packet 

verifies that content has been received and a retry 

mechanism will send the original content again if 

acknowledgement is not received in a timely manner, and 

this may result in the subscriber receiving multiple copies 
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of the same message. This QoS level may also be 

referred to as “at least once” or “QoS1”. The third Qos 

level is Assured Service. This QoS level delivers the 

message with two pairs of packets. The first pair is called 

PUBLISH/PUBREC and the second pair is called 

PUBREL/PUBCOMP, and the two pairs ensure that 

regardless of the number of retries made, the message 

will only be delivered once. This QoS level may also be 

referred to as “exactly once” or “QoS2”. During the 

communication phase, a client can perform publish, 

subscribe, unsubscribe and ping operations. The publish 

operation sends a binary block of data (the content) to a 

topic that is defined by the publisher. MQTT supports 

message BLOBS up to 256MB in size. The format of the 

content is application specific. Topic subscriptions are 

made using a SUBSCRIBE/SUBACK packet pair. Un-

subscription is similarly performed using a 

UBSUBSCRIBE/UNSUBACK packet pair. 

The fourth operation a client can perform during the 

communication phase is to ping the broker server using a 

PINGREQ/PINGRESP packet sequence which roughly 

translates. This operation has no other function than to 

maintain a live connection and ensures the TCP 

connection has not been shut down by a gateway or 

router. 

When a publisher or subscriber desires to terminate an 

MQTT session, sends a DISCONNECT message to the 

broker and then closes the connection. This is called a 

graceful shut down because it provides the client with the 

ability to easily reconnect by providing its client identity 

and resuming where it left off. 

 
Fig (c): Working of MQTT 

 

V. ADVANTAGES OF MQTT 

 

Central Broker: Broker which can act as a server can 

effectively reduce the number of packets that fall into the 

internet and also amount of processing the individual 

memory needed for the clients. Last WILL and Retained 

Message: Last WILL helps in knowing whether the 

particular client is available or not. It is not worth waiting 

for something that won’t happen. Retained messages will 

help subscribers receive messages that were published 

some time before. 

 

Security: Even though MQTT messaging uses an 

unsecured TCP, we can able to encrypt data with 

TLS/SSL internet security to make it robust, when 

implementing for the mission critical business. We can 

have partial and complete encryption based on the 

resourcefulness of the system and security mandate. 

VI. Limitations of MQTT 

It operates over TCP: TCP was designed for devices that 

had more memory and processing power than many of 

the lightweight, power constrained IoT devices have 

available to them. TCP requires more handshaking to set 

up communication links before any messages can be 

exchanged. This increases wake-up and communication 

times, which affects the long-term battery consumption. 

TCP connected devices tend to keep sockets open for 

each other with a persistent session. This adds to power 

and memory requirements. 

No Queues: The protocol only speaks with topics. The 

specification doesn’t mention any queue concept. The 

topic sends a message to all current subscribers. The 

topic doesn’t store message itself. 

No TTL (“time-to-live”) on message: The protocol does 

not allow adding a TTL attribute per message. So if you 

use the “clean session” Parameter, the message will be 

held indefinitely in the broker. 

 

VII. CHARACTERISTICS 

 

• Lightweight message queuing and transport protocol. 

• Asynchronous communication model with messages 

(events). 

• Low overhead (2 bytes header) for low Network 

bandwidth applications. 

• Publish / Subscribe (Pub Sub) model. 

• Decoupling of data producer (publisher) and data 

consumer (subscriber) through topics (message queues). 

• Simple protocol, aimed at low complexity, lowpower 

and low footprint implementations (e.g. WSN - Wireless 

SensorNetworks). 
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• Runs on connection-oriented transport (TCP).To be 

used in conjunction with 6LoWPAN (TCP header 

compression). 

• MQTT caters for (wireless) network 

• Disruptions. 

 

VIII. CONCLUSION 

 

MQTT is the protocol built for M2M and Internet of 

Things (IoT) which is used to provide new and 

revolutionary performance. It opens new areas for 

messaging use cases for billions of things connected 

through the internet. As MQTT specializes in low-

bandwidth, high-latency environment, it is considered to 

be an ideal protocol for Machine to Machine (M2M) 

communication. The MQTT design makes it appealing 

for the exponential emerging IoT market. MQTT 

provides a lots of functions for the Internet of Things. It 

can help providing a great performance and create new 

area for messaging and can handle billion of things 

connected through the internet. It is a very light weight 

protocol that can work with every types of devices and 

work using a minimum bandwidth. Now-a-days 

facebook.com is using MQTT protocol for their 

messenger which working great in our messaging in 

social network. 
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